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Today’s agenda

1. Check-in + any questions about the program?

2. Why R?

3. Introduction to RStudio interface

4. Data types, vectors, and data frames
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Why teach R? And why is it so great?!

R is built for working with and analyzing data frames. And that is 
exactly what we need!

Let’s check out these sites:

● Why is R so great?
● Why R is like a relationship…

From: YaRrr! The Pirate’s Guide to R
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https://bookdown.org/ndphillips/YaRrr/why-is-r-so-great.html
https://bookdown.org/ndphillips/YaRrr/rrelationship.html
https://bookdown.org/ndphillips/YaRrr/


Let’s take a look at the RStudio interface

4 major components:

● Script
● Console
● Global Environment
● Multi-functional box: help, directory, plots, etc.

Important: Always know what directory you are in! 
→ getwd() and setwd()
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Basic data types in all programming languages

Think about when you’ve worked with data: What kind of 
information do you think we want to store?
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● Numbers
● Words
● True/False

That’s all that data types are. They 
are the different kinds of information 
that we want to be able to handle.



Integer, Double, and Numeric Types

This data type takes care of storing numbers

Integers: 0, -1, 5

Numeric: 0.5, 4.5, -3.1415
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This distinction is not super important in R, but it can be in 
other programming languages because the computer stores 
this information slightly differently.



Character or String

This data type takes care of storing letters and words

Character: “C”, “e”, 

String: “hello”, “world”, “party!”, “1”
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Note the use of single and double 
quotation marks! These are important 
to indicate to the computer that the 
words are strings!

In R, all the examples above are type character. Some other 
programming languages distinguish between character and a 
string of characters, so it is good to know both words.



Boolean or Logical

This data type takes care of storing TRUE/FALSE. It can only have 
these two values.

We will learn more about why this type is important as we go.
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This data type exists in all programming languages. It is 
foundational to how programming works!



Variables and Variable Assignment

Creating a variable names a piece of information so that it can 
be used again and referred to more easily! Just like in algebra.

E.g., x <- 5 or x <- “hello”

We “assign” data to a name with the assignment operator, “<-“ 
(hot key: alt + “-“ on windows or opt + “-“ on mac)

Let’s check it out in RStudio!
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Vectors - The building block of R

Vectors are a 1D collection of items that are all the same type. They are all 
numbers, or all characters, or all booleans. But not a mix of data types.

Syntax to create a vector: c()

Examples:
● c(1, 2, 3, 4)
● c(“a”, “b”, “c”, “hello”)
● c(TRUE, FALSE, TRUE, TRUE)
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Creating a vector

There are many different ways to create a vector. Here are a few:
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Syntax Explanation Example

c() Standard syntax c(1, 2, 3, 4)

: notation From : to 1:4 yields c(1, 2, 3, 4)

rep()
Create a vector repeating the input vector a 
certain number of times

rep(1, 5) or rep(1:4, 2)

seq()
Create a sequence from a value to a value, 
incrementing by a given number

seq(0, 1, .1)



Indexing a vector

Sometimes we want to access the information inside of a vector. 

For example, what if we want the first element in the vector: 
s <- c("Hi", "my", "name", "is", "Elena")?

12

Index 1 2 3 4 5

c( “Hi” “my” “name” “is” “Elena” )

Each element has an index, or a position number that locates it, 
starting at 1.



Indexing a vector

To get the first element in the vector:

s <- c("Hi", "my", "name", "is", "Elena”)

s[1]
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Index 1 2 3 4 5

s <- c( “Hi” “my” “name” “is” “Elena” )

This is called bracket notation! [ ]



R is “Vectorized”

This means that R is built to work with vectors of data.

We won’t go into too many details here, it isn’t necessary to fully 
understand the implications of this.

But main takeaway is that working with data is easier and writing code 
to work with this data is more efficient because R was written to work 
well with vectors.
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Data Frames - The bread and butter of R

A data frame is a 2D collection of vectors

Each column is a vector of the same length

Each columns can contain a different type of data

Number of rows is the length of each vector
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Example data
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subjid age gender bilingual

1 10 m 0

2 15 m 1

3 12 f 0

4 11 other 1

5 13 f 0

The dimensions of a data frame are 
described as row x column.

This is a 5x4 data frame



What are the data types of each column?
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subjid age gender bilingual

1 10 m 0

2 15 m 1

3 12 f 0

4 11 other 1

5 13 f 0



Special R data type: Factor

A factor is another way of saying a categorical variable

Factors have a finite number of category options, known as levels in R

E.g., bilingual is a factor with two levels can only be 0 or 1

This data type is special to R because of its utility in dealing with data
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Now let’s make a data frame in R!
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Indexing data frames

Remember that data frames are described as row x columns 

To index a data frame: 

df[row, col] Returns the element in the cell at the intersection of that row# and col#

df[row,] Returns that row

df[, col] Returns that column
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Practice indexing
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subjid age gender bilingual

1 10 m 0

2 15 m 1

3 12 f 0

4 11 other 1

5 13 f 0

df[2, 3] df[5, 1] df[3,] df[,3]



$ notation

What if you want to access a whole column in a data frame? R makes 
this easy, too!

df$subjid

This returns a vector!
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For sake of completeness: Lists and Matrices

Lists
● Like vectors but can have mixed data types (e.g., list(1, “a”, TRUE))
● If you take a single row of a data frame the type would be a list
● Indexing lists is slightly different than vectors, just search it!

Matrices
● Like a data frame but can only contain one type of data
● Indexing matrices is the same as for data frames
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